**Связанные таблицы**

Иногда одной таблицы мало. Создать несколько таблиц не проблема, но важно связать их между собой. Представьте себе, чтобы создаём социальную сеть для котов. В первой таблице Контакты мы храним стандартные данные: идентификатор, имя кота, его телефон. Во второй таблице Профиль содержится идентификатор, характеристика и специальное поле, которое связывает профиль с определённым котом из первой таблицы. Любой невский маскарадный кот может иметь несколько профилей, например он может указать в своём профиле, что он Храбрый, Умный, Красивый и т.д. И британский голубой (это не то, что вы подумали) кот может вступить с ним в  переписку: "Уйди, прАтивный".

Мы знаем, как создавать таблицу для базы данных. Вторая таблица создаётся в том же классе. Смотрим код.

package ru.alexanderklimov.test;

import java.util.ArrayList;

import java.util.List;

import android.content.ContentValues;

import android.content.Context;

import android.database.Cursor;

import android.database.sqlite.SQLiteDatabase;

import android.database.sqlite.SQLiteOpenHelper;

public class MultiTableDataBaseHelper extends SQLiteOpenHelper {

// версия базы данных

private static final int DATABASE\_VERSION = 1;

// имя базы данных

private static final String DATABASE\_NAME = "multitables.db";

// имя таблиц

private static final String TABLE\_CONTACTS = "contacts"; // 1-я таблица

private static final String TABLE\_PROFILES = "profiles"; // 2-я таблица

// Имена колонок

private static final String KEY\_ID = "\_id";

private static final String KEY\_NAME = "name";

private static final String KEY\_PHONE = "phone\_number";

private static final String KEY\_DESCRIPTION = "description";

private static final String KEY\_BELONGTO = "belongto";

public MultiTableDataBaseHelper(Context context) {

super(context, DATABASE\_NAME, null, DATABASE\_VERSION);

}

@Override

public void onCreate(SQLiteDatabase db) {

// TODO Auto-generated method stub

// Создаём первую таблицу

String CREATE\_CONTACTS\_TABLE = "CREATE TABLE " + TABLE\_CONTACTS + "("

+ KEY\_ID + " INTEGER PRIMARY KEY autoincrement," + KEY\_NAME

+ " TEXT not null," + KEY\_PHONE + " TEXT not null" + ")";

db.execSQL(CREATE\_CONTACTS\_TABLE);

// Создаём вторую таблицу

String CREATE\_PROFILE\_TABLE = "CREATE TABLE " + TABLE\_PROFILES

+ "(" + KEY\_ID + " INTEGER PRIMARY KEY autoincrement,"

+ KEY\_BELONGTO + " INTEGER," + KEY\_DESCRIPTION + " TEXT not null"

+ ")";

db.execSQL(CREATE\_PROFILE\_TABLE);

}

@Override

public void onUpgrade(SQLiteDatabase db, int oldVersion, int newVersion) {

// TODO Auto-generated method stub

// Удаляем старые таблицы

db.execSQL("DROP TABLE IF EXISTS " + TABLE\_CONTACTS);

db.execSQL("DROP TABLE IF EXISTS " + TABLE\_PROFILES);

// и создаём их снова

onCreate(db);

}

// Добавляем новый контакт

void addContact(Contact contact) {

SQLiteDatabase db = this.getWritableDatabase();

ContentValues values = new ContentValues();

values.put(KEY\_NAME, contact.getName());

values.put(KEY\_PHONE, contact.getPhoneNumber());

db.insert(TABLE\_CONTACTS, null, values);

db.close();

}

// Добавляем новое описание в профиль

void addProfileDescription(Profile profile) {

SQLiteDatabase db = this.getWritableDatabase();

ContentValues values = new ContentValues();

values.put(KEY\_BELONGTO, Integer.toString(profile.getBelongTo()));

values.put(KEY\_DESCRIPTION, profile.getDescription());

db.insert(TABLE\_PROFILES, null, values);

db.close();

}

// Получаем данные о контакте

Contact getContact(int id) {

SQLiteDatabase db = this.getReadableDatabase();

Cursor cursor = db.query(TABLE\_CONTACTS, new String[] { KEY\_ID,

KEY\_NAME, KEY\_PHONE }, KEY\_ID + "=?",

new String[] { String.valueOf(id) }, null, null, null, null);

if (cursor != null)

cursor.moveToFirst();

Contact contact = new Contact(Integer.parseInt(cursor.getString(0)),

cursor.getString(1), cursor.getString(2));

return contact;

}

// Получим все контакты

public List<Contact> getAllContacts() {

List<Contact> contactList = new ArrayList<Contact>();

String selectQuery = "SELECT \* FROM " + TABLE\_CONTACTS;

SQLiteDatabase db = this.getWritableDatabase();

Cursor cursor = db.rawQuery(selectQuery, null);

if (cursor.moveToFirst()) {

do {

Contact contact = new Contact(Integer.parseInt(cursor

.getString(0)), cursor.getString(1),

cursor.getString(2));

contactList.add(contact);

} while (cursor.moveToNext());

}

return contactList;

}

// Обновляем данные в контакте

public int updateContact(Contact contact) {

SQLiteDatabase db = this.getWritableDatabase();

ContentValues values = new ContentValues();

values.put(KEY\_NAME, contact.getName());

values.put(KEY\_PHONE, contact.getPhoneNumber());

return db.update(TABLE\_CONTACTS, values, KEY\_ID + " = ?",

new String[] { String.valueOf(contact.getID()) });

}

// Удаляем контакт

public void deleteContact(Contact contact) {

SQLiteDatabase db = this.getWritableDatabase();

db.delete(TABLE\_CONTACTS, KEY\_ID + " = ?",

new String[] { String.valueOf(contact.getID()) });

db.close();

}

// Подсчитываем число контактов

public int getContactsCount() {

String countQuery = "SELECT \* FROM " + TABLE\_CONTACTS;

SQLiteDatabase db = this.getReadableDatabase();

Cursor cursor = db.rawQuery(countQuery, null);

cursor.close();

return cursor.getCount();

}

// Все профили для контакта

public List<Profile> getAllProfilesWithContact(int contactID) {

List<Profile> profileList = new ArrayList<Profile>();

String selectQ = "SELECT \* FROM " + TABLE\_PROFILES + " WHERE "

+ KEY\_BELONGTO + "=" + String.valueOf(contactID) + ";";

SQLiteDatabase db = this.getWritableDatabase();

Cursor cursor = db.rawQuery(selectQ, null);

// Альтернативный вариант

// Cursor cursor2 = db.query(TABLE\_PROFILES, new String[] { KEY\_ID,

// KEY\_BELONGTO, KEY\_NAME }, KEY\_BELONGTO + "=?",

// new String[] { String.valueOf(contactID) }, null, null, null,

// null);

if (cursor.moveToFirst()) {

do {

Profile profile = new Profile(Integer.parseInt(cursor

.getString(1)), cursor.getString(2));

profileList.add(profile);

} while (cursor.moveToNext());

}

return profileList;

}

// Все профили

public List<Profile> getAllProfiles() {

List<Profile> profileList = new ArrayList<Profile>();

String selectQ = "SELECT \* FROM " + TABLE\_PROFILES;

SQLiteDatabase db = this.getWritableDatabase();

Cursor cursor = db.rawQuery(selectQ, null);

if (cursor.moveToFirst()) {

do {

Profile profile = new Profile(Integer.parseInt(cursor

.getString(cursor.getColumnIndex(KEY\_ID))),

Integer.parseInt(cursor.getString(cursor

.getColumnIndex(KEY\_BELONGTO))),

cursor.getString(cursor.getColumnIndex(KEY\_DESCRIPTION)));

profileList.add(profile);

} while (cursor.moveToNext());

}

return profileList;

}

}

Структуру таблиц можно увидеть на скриншотах в конце статьи. В коде использователь два класса **Contact** и **Profile**. Создадим их.

**Contact**

package ru.alexanderklimov.test;

public class Contact {

private int mId;

private String mName;

private String mPhoneNumber;

public Contact(int id, String name, String phone\_number) {

this.mId = id;

this.mName = name;

this.mPhoneNumber = phone\_number;

}

public Contact(String name, String phone\_number) {

this.mName = name;

this.mPhoneNumber = phone\_number;

}

public int getID() {

return this.mId;

}

public void setID(int id) {

this.mId = id;

}

public String getName() {

return this.mName;

}

public void setName(String name) {

this.mName = name;

}

public String getPhoneNumber() {

return this.mPhoneNumber;

}

public void setPhoneNumber(String phone\_number) {

this.mPhoneNumber = phone\_number;

}

public String toString() {

return this.getName() + " с номером: " + this.getPhoneNumber() + "\n";

}

}

**Profile**

package ru.alexanderklimov.test;

public class Profile {

private int mId;

private int mBelongTo;

private String mDescription;

public Profile(int id, int belongTo, String name) {

this.mId = id;

this.mBelongTo = belongTo;

this.mDescription = name;

}

public Profile(int belongTo, String name) {

this.mBelongTo = belongTo;

this.mDescription = name;

}

public int getID() {

return mId;

}

public void setID(int id) {

this.mId = id;

}

public int getBelongTo() {

return mBelongTo;

}

public void setBelongTo(int belongTo) {

this.mBelongTo = belongTo;

}

public String getDescription() {

return mDescription;

}

public void setDescription(String name) {

this.mDescription = name;

}

@Override

public String toString() {

return this.getDescription() + " связан с "

+ Integer.toString(this.getBelongTo()) + "\n";

}

}

Добавим в разметку компонент **ListView** (activity\_main.xml).

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical" >

<ListView

android:id="@+id/listView1"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" >

</ListView>

</LinearLayout>

Для наглядности создадим разметку для отдельного элемента списка, состоящего из двух **TextView**, в которых будет отображаться имя и описание из профиля (list\_item.xml).

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:orientation="horizontal" >

<TextView

android:id="@+id/tvContact"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_gravity="center"

android:layout\_weight="1" />

<TextView

android:id="@+id/tvProfile"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_gravity="center"

android:layout\_weight="1" />

</LinearLayout>

В коде основной активности добавим записи в базу данных, а затем выведем какие-нибудь данные в список и в LogCat.

package ru.alexanderklimov.test;

import java.util.List;

import android.os.Bundle;

import android.app.Activity;

import android.content.Context;

import android.util.Log;

import android.view.LayoutInflater;

import android.view.View;

import android.view.ViewGroup;

import android.widget.BaseAdapter;

import android.widget.ListView;

import android.widget.TextView;

public class MainActivity extends Activity {

private List<Profile> mListOfProfile;

private ListView listView;

private MultiTableDataBaseHelper db;

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

setTitle("Две таблицы");

db = new MultiTableDataBaseHelper(this);

List<Contact> contacts = db.getAllContacts();

if (contacts.size() == 0) {

// Добавляем контакты в базу

db.addContact(new Contact("Васька", "111-11-11"));

db.addContact(new Contact("Барсик", "222-22-22"));

db.addContact(new Contact("Рыжик", "333-33-33"));

db.addContact(new Contact("Мурзик", "4444-44-44"));

contacts = db.getAllContacts();

}

// Выводим список контактов

Log.i("Contacts", contacts.toString());

mListOfProfile = db.getAllProfiles();

if (mListOfProfile.size() == 0) {

// Характеристики для первого кота

db.addProfileDescription(new Profile(contacts.get(0).getID(),

"Загадочный"));

db.addProfileDescription(new Profile(contacts.get(0).getID(),

"Хитрый"));

db.addProfileDescription(new Profile(contacts.get(0).getID(),

"Умный"));

// Характеристики для второго кота

db.addProfileDescription(new Profile(contacts.get(1).getID(),

"Гордый"));

db.addProfileDescription(new Profile(contacts.get(1).getID(),

"Добрый"));

db.addProfileDescription(new Profile(contacts.get(1).getID(),

"Ласковый"));

// Характеристики для третьего кота

db.addProfileDescription(new Profile(contacts.get(2).getID(),

"Отважный"));

db.addProfileDescription(new Profile(contacts.get(2).getID(),

"Беззаботный"));

// Характеристики для четвертого кота

db.addProfileDescription(new Profile(contacts.get(3).getID(),

"Неотразимый"));

// Выводим все характеристики для первого кота

mListOfProfile = db.getAllProfilesWithContact(contacts.get(0)

.getID());

// mListOfProfile = db.getAllProfiles();

} else {

// Если данные в базе уже есть, то выводим все характеристики для второго кота

mListOfProfile = db.getAllProfilesWithContact(contacts.get(1)

.getID());

}

// Выводим результат в LogCat

Log.i("Profile", mListOfProfile.toString());

listView = (ListView) findViewById(R.id.listView1);

listView.setAdapter(myAdapter);

}

BaseAdapter myAdapter = new BaseAdapter() {

@Override

public View getView(int position, View convertView, ViewGroup parent) {

if (convertView != null)

return convertView;

LayoutInflater inflater = (LayoutInflater) getSystemService(Context.LAYOUT\_INFLATER\_SERVICE);

View rowView = inflater.inflate(R.layout.list\_item, parent, false);

TextView tvContact = (TextView) rowView.findViewById(R.id.tvContact);

TextView tvProfile = (TextView) rowView.findViewById(R.id.tvProfile);

tvContact.setText(db.getContact(

mListOfProfile.get(position).getBelongTo()).getName());

tvProfile.setText(mListOfProfile.get(position).getDescription());

return rowView;

}

@Override

public long getItemId(int position) {

return 0;

}

@Override

public Object getItem(int position) {

return null;

}

@Override

public int getCount() {

return mListOfProfile.size();

}

};

}

Итак, мы добавили в базу контакты четырёх котов. Затем каждый кот добавил о себе нужные характеристики. Первые два кота добавили к себе в профиль по три описания, третий код добавил два описания, а четвёртый кот Мурзик оказался самым скромным и добавил в профиль только одно описание.

При первом запуске вы увидите список характеристик первого кота, при повторном запуске - список для второго кота.

![Таблицы](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPoAAABoCAMAAADvnB1HAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAAADAUExURdra2rm5uRUVFShrk6ioqJKSkuPj43V2dWlpaYWFhVqn2f7+/iQkJB5Tc/Ly8uXl5erq6sLCwlSPtNLS0iyCq/b29srKylRUVDOaxEhISD09Pl1dXeTk5Ofn5+Dg4J+SXktugBc9WanQ35qamgwnM3FpNoG316KiobGxsRsbGwYTGVZlW8fEvHRwSz1feVx+iyo3QTdLWCEgICgsMTQ1NS0tLe/v7zbA8x8eHYGcj+3q6ezs7O3t7e7u7gAAACIiIkK475cAAAvWSURBVHja7JoNW6O6tscDhSaxNCWmIUIKM27cA3Tu9QUhl7kF/f7f6qxAHZ19nn3OPvs8jI51qWmaVFd+rLysP4geTtbQB/oH+i9mbtw+BPHjVJ+a2qZxTwI9IR2ZUN3ElkGTgDX7sXe/n16vrqZP76+e2t/DhI9Vo5rG4iQjehMncRwnU9wXFxe2Z7vdjuyXF9uLS9twsX4P6B1JdKJhmsfNiN4mWDhP6A9XFn2xOEZ6ewn0tuH/3gN6oNWDIvGD6+sjelP8P05+QL+4svN8sX6A8nJrf7bvIur76UeXakK/3n75jZ9v98/o+4vt4jjDr7YXVzD/rxbvAn3iV8Q7oi8utr/9dnFRvUS/gtf9tM3B5F8vHrbvB51Q/Yx+8duFDe7LCQ/4Fv3KNsAk2F6Mu917QG/9l+hnZ9sXUberfPuwvniA9Q7THipw4m0X7yTqitARPT5G3dpT1Ld2mi/s4bZew7vjKbe4fB/oja8xVnncjlFfbxeL7WLr/tNe+GPlfaDvXYvk/o3f/JAvJ4lenayh4GQNPZ6sfaB/oIPVU1mfHnrQdtbapj419Lq9u2+SJLg7PfSuvj4/Pzs7P2+qE0Ovg5tzK2jPzs7uqrrrTgi9+3x+8xW03c23L2ft7efkP2evf030umvOt1/j62RByJcv1+ubm+6pw9pf4O6qLvgV0evg8fZ8e7NYd+vtt7Ozxd3nm+NJ14739f9dQDu3CyipfkH0Ori+vMX45vpuvV58+/ZNXS4+T5F2aRjxrKye2f947Nv3XeBHAqlfEb27XVxefv769ffff//fT5/o+fXl9gk950HnR5WdzxWEtnaDeiTsuqqChdC5wWNVV4Wj47qCLmjuoCHoqrq218tWx79UV/XbRE8WV1frxU3u+0XpXJwtnqPula7r8wrwOfdbCK+I7MSuMLznTtsWUYSrRlAHXqoY2iISlLHbcN06cRWU2qU+fL5rnKR7k+h3i6t6v/bzvPDK//lydr3eXh9jVXojesXLWCN/n0cJ2SQVXCyVb5Sqcp4QEyfMiYkhrmJEZTQI9b5Y4dYoN1jiB89x3a5KTFy9TfT1Pni4fEa/vb6vJ3TuH9H9quX+Y+rHKsUuhN0lqKrqtm2SjCRMuW7huGrTuhENlrFCGW43gI4IXC1NEjdJ3yj69Xrf7m/pd/TquDLrR4QndCflaJM0YeQ4fNzKXYxgbevIKZlO0qRzaWTRK0DPdEQi3KYj+kMeljzTzRtFr67XV83+Ck/oZ4B+7LDBcl3KXYh695hzG0m72x3RuzbEbodIG8Y26g8kCyw6irxKAHrs1oBelPuHgjebt4le39/dNvtL9akoPKc4f0Kvg6REcZx4oum4lyRl5HpRkuCmG9Ezi04Tf0XckjcqJE1Uup2AtW6aCuF2wInaULeIkjgqmuFtokMuFsSX6zWcbJ8+3Vw8oXdtlnG7aSPU+oJHZVK1noi8Eb0iDkx4jAQtiduWQmDXd5qq9nDAsRuUpOVwCIgwwfCbRdvwt7nDW2uvIZ25/vrZKpi7aZRdEyq3rmtXpy2c03VVwXndtlV3vFz2AgT2rW0O7EkOS6GrH+1Jbl+gIenj8Tc72/Bm5cvdYjRA/xzUx6hDhjaiixY4xjzuWdNNaR2UtlJbsukDk44Z3wK6GNHfmrj5o16/v16sLfvd91w1aMaLUMPr3/QRtG9S0/zxBlV1t768v18v7rsXty+e5/bfsrqrfwX0+vbuNgjuvt6f3A0qmJ33QfAYBI+Pp4c+7U/1SaKfjH2gnyS6e7KG1MkaOmFb7sCWr2T/2nUKXzMa2mTAv3klA9/Zn/fylGfpfM4RV4RgFKZ9n6ZhOIRQDoc0Hb/DcBNCw1xmqCYkP0xOp7K3wzjYzkM6UExn9J6iUptwA545D0OEnKzvl44wOxGGIkXIIKjMZQy4lzuDwN8GCWfZhxnn0WYjYDip9S4yNJ/3EDmKc8RCjAntNcY6WxKsS6GZ02TUD3XJ5kPHnjywSFPtpAoTspNFTGKB9IYZpJfUXxHC5kSPKdbO4GRcZSpakaLAK14InekkoxTncj7fEhcS+P1VqZdKrLS38qlUAqmSh5na0dxJ8IzuUUlWK4/0sK5UpgU4p76Uq4hQXyM/iUN2mM0k8WTPtCOFRhqtIMrUZ1pkEAyM9M6n2CdyPveALmWOHSVt1DlE3SMr7qGGpApR3yfDMCv6QULUPbKZok5KCZmGYn3sAHpbOrOi8xiWucg0rHCkoFjCstcOSriBqOcr4s8XdmnXukHgNApjWOshTQhOaAZnDs30xteyxHOih0iIkJllFO42iovUmEME215mwizcbEyI5vPdL9P+cGBplEnYZqJQKi9DpTKZQOaQhbvUpMt+RvSBMWb63rCBhURIqA7wfrBNvZkqs5kZxpIZsySZNMaPpBTUTAOa3fsPiRxavlZat0M7KEPI3dLwZ/lE2QtbZq9mr+AaDf0A026wha3ZL1sb6z+9Y/h5zocewZKCne2VzPr+vpENhv24qcGmM2NWMe3wIuxfBz0TAj35ZiEqNi+TiAHxzDEzn+s0M0bK4cCYhMtsJINd/tCznjFoGo+h/mC/bG2s97ap/287TArZRByBH3DLCjjN4biR5gCx7qEwKcWlnMt5b7O5lYTEYueVaS+iQjCGCs52vO95KIQU3PSzoWcKSc0Z4wWSnOQeCwX3MoYiONlQNETL0J7ws6E7qvQEKDfImwcFiTxC2teFUNJrQTstlcPmQ0cqY5qvcgJ6oYhzjG36ro2HV0yWhOkoaws5I3rs+6BMI1FCDi9WuMjxSpRWUMSZj0k5YybJBMhTzQ/glvo5WYXKUZuVdkpVOhM6Tbz5/CMHlFupU0y/K7fcKjeNC6vc1JIdZkunpEMYoC/VcuXhnK4Y8fQSLr6jCkKhj1BKCzlfNlfq4UAxV9KJM+WAmAIpV+aoxb1VboXemHF2HKfMNH2e5tJ/1QH7KKYshLWuS0kKrg6RipQIFQftWGoYhoo3OJezOLetiCtMMNrA9kqQhmo4UEIipIQhWV5YBd3Pgz4ccEwwVgpFBNwyn5ByBwKOSgeGxDllBNx7M6L3oNisXkBsSFUEp5xhKIRZbsZfGdhmrglvIL495O2Kr0LEzMCynUQKZTCWcHdgdrDjVZ9vwg82oxogk4LTFCM5VaGw32b8nsnMIQdiY2xpPdrcLcOb0bl58j2f+2FAy9ezw+a5fAX7AX2zfG37mSNAw8kaMgxs6H+2/VW3B/u5w0x3aey/84c/m93s7P+e/gW3LHIiyKVnQXdiyJmWhklpeqvcwBuIOCP7QQ6jcpsnkSshW49BK4Hbw+hbDoMtYQAgIuUoGceQ7ygVciZ0SGRXg0F+nhnH8UFHRb5nluUQemkUrfg8l1yWIFF0JLnvhQx8p0O5ZB5iJeUyK3JQchEHMRvxgxOyEpmZop77DgtJQUmvaB4LoTySg3LLA1BuQkUzoRMZaoFISfxeg2YzCvmE5aRUXMSlrxmlK7nycah2ziOX86Arz9MF6PJilC809+kKcaGFVhnklvN47aWHAT0yEae4BM3mpJBEHwYVrQosFC8083XuyZzC9SGxI2eb8I7OiJ9Pys2nPqjlSJNSZ36skOxnuDPYA6GNOtcexVaeg4xRWG4UWpVExD4lg08c4hf0ABKSAPoctyUBG2HKVeiBcitTXTp6k/ug3JhVbo5CbIYbrybTngxhjmMGqkkJBya2wFhivyeFUBsUCx9LH+fYJFrqmdAjAmIpDSnxaQaTjg4goTBCBA10WXir3J/h0Acf/mBCCm6I78O6J9xQdMB8CQOwD+FIDo0YZ2U+kEhSPst+M6Y0EuRaKCEMwgoJGUKyYY+6YXqdI5Ni9u+CXmG9BB+Q4PSgZOx90NCOBUYEvo20WY+0XbOMYUpke/t0y4aBjVVbvJgsM9g0/fpRIT47fKoO0+OI4bgxzDQG1H9/4jE+Z5wWxXevx45pnbyzjlOWLy+j/i6D+xH1P9vmPtA/0D/QP9A/0D/QP9Dfx83o8eHO+PBpfNIzjI96vj/1ebcdZviHAAMAHo4TFHOsgCsAAAAASUVORK5CYII=)

Таким образом вы должны понять принцип связывания двух таблиц. Поле **belongto** во второй таблице содержит числа, которые совпадают с идентификаторами котов из первой таблицы. В методе **getAllProfilesWithContact(int contactID)** вы передаёте идентификатор контакта и запрос возвращает все профили конкретного кота.
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